
 

 

Custom Search

 

DBA    Dev    BI    Categories

Recovering a SQL Server TDE Encrypted
Database Successfully

 

Free Webcast - Simplify SQL Server Administration

Problem
I have been tasked with setting up Transparent Data Encryption (TDE) on a SQL Server database with

sensitive information. In the examples I've seen, I know I need a database master key in the master

database and then a certificate that's encrypted with that master key. A question that comes to mind is that if

I choose to restore the database to a different server, does my database master key have to have the same

password? Every example I've seen includes the same password. What else do I need to plan for in order to

have a successful recovery?

Solution
Configuring a SQL Server database for TDE is a straight-forward process. It consists of:

1. Creating the database master key in the master database.

2. Creating a certificate encrypted by that key.
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3. Backing up the certificate and the certificate's private key. While this isn't required to encrypt the

database, you want to do this immediately.

4. Creating a database encryption key in the database that's encrypted by the certificate.

5. Altering the database to turn encryption on.

If you're reading this tip and aren't familiar with the edition requirements, TDE is only available on Enterprise

Edition versions of Microsoft SQL Server.

Create a New SQL Server Database using TDE
Let's set up an example database with the following code:

USE [master]; 

GO  

-- Create the database master key 

-- to encrypt the certificate 

CREATE MASTER KEY 

  ENCRYPTION BY PASSWORD = 'FirstServerPassw0rd!'; 

GO  

-- Create the certificate we're going to use for TDE 

CREATE CERTIFICATE TDECert 

  WITH SUBJECT = 'TDE Cert for Test'; 

GO  

-- Back up the certificate and its private key 

-- Remember the password! 

BACKUP CERTIFICATE TDECert 

  TO FILE = N'C:\SQLBackups\TDECert.cer' 

  WITH PRIVATE KEY (  

    FILE = N'C:\SQLBackups\TDECert_key.pvk', 

 ENCRYPTION BY PASSWORD = 'APrivateKeyP4ssw0rd!' 

  ); 

GO 

-- Create our test database 

CREATE DATABASE [RecoveryWithTDE]; 

GO  

-- Create the DEK so we can turn on encryption 

USE [RecoveryWithTDE]; 

GO  

CREATE DATABASE ENCRYPTION KEY 

  WITH ALGORITHM = AES_256 

  ENCRYPTION BY SERVER CERTIFICATE TDECert; 

GO  

-- Exit out of the database. If we have an active  

-- connection, encryption won't complete. 

USE [master]; 

GO  

-- Turn on TDE 



ALTER DATABASE [RecoveryWithTDE] 

  SET ENCRYPTION ON; 

GO 

This starts the encryption process on the database. Note the password I specified for the database master

key. As is implied, when we go to do the restore on the second server, I'm going to use a different password.

Having the same password is not required, but having the same certificate is. We'll get to that as we look at

the "gotchas" in the restore process.

Even on databases that are basically empty, it does take a few seconds to encrypt the database. You can

check the status of the encryption with the following query:

-- We're looking for encryption_state = 3 

-- Query periodically until you see that state 

-- It shouldn't take long 

SELECT DB_Name(database_id) AS 'Database', encryption_state  

FROM sys.dm_database_encryption_keys;

As the comments indicate, we're looking for our database to show a state of 3, meaning the encryption is

finished. Here's an example of what you should see:

When the encryption_state shows as 3, you should take a backup of the database, because we'll need it for

the restore to the second server (your path may vary):

-- Now backup the database so we can restore it 

-- Onto a second server 

BACKUP DATABASE [RecoveryWithTDE] 

TO DISK = N'C:\SQLBackups\RecoveryWithTDE_Full.bak'; 

GO 



Now that we have the backup, let's restore this backup to a different instance of SQL Server.

Failed Restore - No Key, No Certificate
The first scenario for restoring a TDE protected database is the case where we try to do the restore and we

have none of the encryption pieces in place. We don't have the database master key and we certainly don't

have the certificate. This is why TDE is great. If you don't have these pieces, the restore simply won't work.

Let's attempt the restore (note: your paths may be different):

-- Attempt the restore without the certificate installed 

RESTORE DATABASE [RecoveryWithTDE] 

  FROM DISK = N'C:\SQLBackups\RecoveryWithTDE_Full.bak' 

  WITH MOVE 'RecoveryWithTDE' TO N'C:\SQLData\RecoveryWithTDE_2ndServer.mdf', 

       MOVE 'RecoveryWithTDE_log' TO N'C:\SQLData\RecoveryWithTDE_2ndServer_log.mdf'; 

GO

This will fail. Here's what you should see if you attempt the restore:

When SQL Server attempts the restore, it recognizes it needs a certificate, a specific certificate at that. Since

the certificate isn't present, the restore fails.

Failed Restore - The Same Certificate Name, But Not the Same
Certificate
The second scenario is where the database master key is present and there's a certificate with the same

name as the first server (even the same subject), but it wasn't the certificate from the first server. Let's set

that up and attempt the restore:

-- Let's create the database master key and a certificate with the same name 

-- But not from the files. Note the difference in passwords 

CREATE MASTER KEY 

  ENCRYPTION BY PASSWORD = 'SecondServerPassw0rd!'; 

GO  



-- Though this certificate has the same name, the restore won't work 

CREATE CERTIFICATE TDECert 

  WITH SUBJECT = 'TDE Cert for Test'; 

GO  

-- Since we don't have the corrected certificate, this will fail, too. 

RESTORE DATABASE [RecoveryWithTDE] 

  FROM DISK = N'C:\SQLBackups\RecoveryWithTDE_Full.bak' 

  WITH MOVE 'RecoveryWithTDE' TO N'C:\SQLData\RecoveryWithTDE_2ndServer.mdf', 

       MOVE 'RecoveryWithTDE_log' TO N'C:\SQLData\RecoveryWithTDE_2ndServer_log.mdf'; 

GO

Note the difference in the password for the database master key. It's different, but that's not the reason we'll

fail with respect to the restore. It's the same problem as the previous case: we don't have the correct

certificate. As a result, you'll get the same error as in the previous case.

Failed Restore - The Right Certificate, but Without the Private Key
The next scenario is where you do accomplish the certificate restore, but you don't have the private key.

This, too, will fail. However, before you attempt the T-SQL code, you may have to fix the file permissions on

the certificate file and the private key file. This is likely if you are attempting to do the restore on a SQL

Server instance that's on the same system as the first instance. To ensure your second instance can access

the files, go to the location of the files and bring up the file properties (right-click on the file and then select

Properties from the pop-up menu).

Click on the Security tab and then click on the Advanced button. When SQL Server wrote these files, it

probably broke the inheritance of permissions, and we're going to fix that.



This brings up a different interface and you should be looking at the Permissions tab. If you see it, click on

the Continue button. You'll see it if UAC is on.



Now you'll turn on inheritance. Note what I've circled. If the box is unchecked, as it is in following image, that

means inheritance is off. If that's the case with your file(s), click to check the box and click OK at every

interface to turn inheritance back on.


